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Abstract

This paper discusses the transition of a senior game design and development course project to a scrum-based methodology from the traditional waterfall process. The paper explains the scrum-based tools used to facilitate the project and observations on the transition. Examples are given of student documentation and the methodology used to generate them. The prototype game will be demonstrated at the presentation. In game design and development, by always producing an iterated playable game, students are able to focus on “finding the fun” in the game. Using the Scrum methodology all course outcomes were achieved.

Introduction

Our Game Design and Development (GDD) program and the complementary Game Programming (GP) program are housed in the School of Engineering and Computer Science (SECS). Game design students focus on art, game design, storyboards, and the development of games. They also take entry-level programming and computer science courses. Game programmers focus on programming, computer science and some game design aspects. The senior year capstone project brings together both GDD and GP students, blending both artists and programmers with the goal of producing a fully working game. Students are grouped into cross-functional teams of nine to ten students and work together for two semesters.

![Figure 1. Cynefin Complex Domain (used with permission Cognitive Edge Pte Ltd http://cognitive-edge.com/ as published in Essential Scrum: A Practical Guide to the Most Popular Agile Process)](image-url)
Many projects can be partitioned into domains according to their complexity and uniqueness. The Cynefin framework partitions projects into five domains based on their complexity: Simple, Complicated, Complex, Chaotic, and Disorder. In the Simple domain the correct solution is obvious and generally undisputed. Best practices and continuous business process improvement methodologies tend to work well in this domain. In the Complicated domain there may be multiple correct answers that typically require experts in the field to determine the best approach. In the Complex domain a solution can typically only be determined with hindsight. There are often more unknowns than knowns, and finding a solution requires invention. This is a perfect domain in which to use Scrum. In the Chaotic domain crisis intervention is required. This may come about from a program producing errors or an algorithm being incorrect. In the Disorder domain it is impossible to identify any particular domain in which to classify a problem. Any project in this domain has a goal of partitioning the problem such that the subdivided problem will fall into any of the other four domains. In summary, Scrum is well suited to complicated problems with many unknowns. This includes new engineering product development, software development of new products, and particularly large student-led projects.

![Waterfall Development Process](image)

**Figure 2. Waterfall Development Process**

**Waterfall method**

Historically our capstone project has been taught using a traditional waterfall software engineering process. As shown in Figure 2, a requirements document is first generated and is the contract between the customer and the design team. Once this document is approved, the Design phase is started. A comprehensive design document is produced that details every item of what will be developed. In the context of the game design project, this includes completion of the Baldwin game design document including:

1) An overview of the game including concept, vision, target audience, look and feel
2) Gameplay and mechanics including game progression, structure, objectives, play flow, physics, movement, objects, actions, combat strategy, options, replays, and game cheats
3) Story, setting, and character including back story, plot, storyboard, world design, character stories, animations, and relationships between characters
4) Levels including for each level objectives, synopsis, introductory materials, map, walkthrough, encounters, critical path, and opening/closing material
5) Interface considerations including menus, rendering system, cameras, lighting, character controllers, sound effects, music, and a help system
6) Artificial intelligence (AI) including opponent AI, enemy AI, non-player character AI, player collision detection and path finding
7) Technical considerations such as platform (PC, mobile), game engine, and scripting languages
8) Game art including characters, style guides, and equipment
9) Miscellaneous including test plans and design software required

The aforementioned items are not exhaustive but meant to provide insight into the large amount of work involved – and this is just the documentation phase. After the requirements document and design document are complete, the implementation phase begins. In the context of game design, this means both the game programming and art assets are implemented. Once all the design is completed, the process moves to the verification phase during which the program and assets are validated to work as specified in the design document. Finally a maintenance phase is entered.

A key point of the waterfall process is that each subsequent stage is only entered upon the completion of the previous stage. Thus any changes made may affect all stages. For example, a project in maintenance phase that requires a change to the requirements should stop all work and regress to the requirements phase.

**Scrum methodology**

A scrum-based methodology has been shown to be successful in a Cynefin complex environment where there are many undefined and unknown features. Using a traditional methodology may result in changes to specifications late in the process, making the integration of individual parts of the process difficult.

In Scrum, there are three primary roles. The product owner represents the customer and is responsible for prioritizing product features. The development team completes all work in time-boxed units of development called sprints. The scrummaster acts as a coach to both the development team and the product owner. The scrummaster also facilitates removing obstacles impeding the progress of the development team.

A key feature of scrum is a focus on iterative development with the output of each sprint being a potentially shippable product. Game features are described in terms of user stories and estimated using either T-shirt sizes (small, medium, large, extra-large) or story points (1, 2, 3, 5, 8, 13, 21, 50, 100). User story sizing is meant to be relative to other user stories. A numerical value of 2 story points would roughly represent an easy-to-implement user story that is twice as difficult as a numerical value of 1. A key point is that the development team must come to a unanimous vote on the number of story points required for a user story. While there are different estimates the
team is encouraged to discuss why their votes are different. Re-votes are taken followed by more discussion. The process repeats until everyone agrees.

1. (small) As a player, I would like to see character customization in the form of preset clothes/armor and weapons so that the game is more personal.
   1.1. Just main character
   1.2. Limited to 5 or less presets
   1.3. Same art style
   1.4. Could just be changing colors (Initially)

Figure 3. Example User Story with Conditions of Satisfiability

Story points are not intended to be directly correlated with time, although some organizations using scrum do estimate user stories with time. The list of all user stories is called the product backlog. Each user story in the product backlog is called a Product Backlog Item (PBI).

Figure 3 shows an example user story with conditions of satisfiability meant to clarify the scope of the user story. The user stories are prioritized by the product manager in a process called product backlog grooming. Stakeholders and the development team members are encouraged to participate in the prioritization, but the product manager has final authority for the prioritization.

Completed:
[2] PBI-5: Create Castle Model
[2] PBI-2 Add detail to terrain
[2] PBI-5: Create bridge Model
[1] PBI-5: Create Rock Model
[1.5] PBI-2 Add skybox and sun
[4] PBI-3: Create music for in game level
[1.5] PBI-6.1.5 Create Dialogue of enemy encounters

Figure 4. Sprint Tasks

Before the sprint begins, the development team performs sprint planning. Sprints are a fixed time duration, usually between two and four weeks where all of the work is implemented. The development team decides how many user stories can be completed in a single sprint. Sprint planning transforms the user stories into a set of sprint tasks. Unlike user stories that represent customer features, sprint tasks represent the tasks the development team must perform to implement the user stories. Figure 4 shows an example of sprint tasks at a snapshot of a sprint. The sprint tasks are estimated in ideal hours shown in the brackets. Ideal hours are the uninterrupted amount of time estimated to do the task. Just as with user stories, the development team must come to a unanimous estimate on ideal hours, or they discuss their reasons for differences and vote again. A link to the original user story is denoted by the PBI label. The prioritized list of sprint tasks is called the sprint task backlog. Each sprint task within the sprint task backlog is called a sprint task backlog item.

Once sprint planning is complete, the development work can begin. Sprint tasks are assigned to development team members in user story priority with some allowance for the capabilities of individual participants. On each day from the second day until the end of the sprint, the
development team meets for a time-boxed meeting called the daily scrum. To facilitate a short meeting, all participants are required to stand up in a circle.

During the daily scrum each development team member, in no specific order, answers three questions for the team: 1) what did I do since yesterday? 2) What am I going to do today? And 3) is anything impeding my progress? It is important that the team members talk to each other and not to the scrum master or product owner. The product owner is encouraged to attend but is not required. The daily scrum should last no more than fifteen minutes. Complicated discussions can be side-lined and resumed after the daily scrum by those affected. If any development team member has impediments, those become the responsibility of the scrum master to resolve.

![Sprint 2 Burn down chart](image)

**Figure 5. Sprint Burn Down Chart**

A key metric discussed at each daily sprint is the team’s velocity. During the sprint this is the number of ideal hours completed toward the sprint goal divided by time. This is captured in a burn down chart. Figure 5 shows an example burn down chart from a successful sprint. The vertical axis measures ideal hours for the total sprint. The horizontal axis is the date of the daily scrum meeting where the remaining sprint task hours are measured. Typically the burn down chart measures sprint task hours. It is also possible to measure the “burn down” of user story points. The observation that this is not recorded “daily” is discussed in the section scrum as used in the game design project.

As each sprint task is completed, the development team decides how to prioritize and assign sprint tasks with the understanding that higher priority user stories are worked on first. Should the development team run out of sprint tasks before the end of the sprint, then additional user stories may be added. Should the development team have incomplete or partially completed user stories, the entire user story is returned to the product backlog list.

At the end of the sprint, two meetings are held. The first is the sprint review. At the sprint review the entire team attends, including the development team, scrum master, product owner, stakeholders, and customers. A development team member reviews what user stories went into
the sprint and what user stories were completed. A demonstration of the potentially shippable product is given. Customer feedback is then received for consideration in future sprints.

After the sprint review meeting, the entire scrum team holds a sprint retrospective meeting. The scrummaster, development team, and product owner all attend. The purpose is to determine what went well in the sprint and what needs improvement from a development process perspective. Generally the team will select one or two observations to improve in the next sprint.

After the sprint retrospective the process begins again with product backlog grooming.

**Scrum as used in the game design project**

The two-semester game design and development class meets twice a week for 110 minutes each class. Typically a single team of 9 to 10 students is involved. The objective of the course is to develop a portfolio that includes game concepts and art as well as to expand experience in teamwork, game engine skills, and software engineering skills.

At our school we desire to give students ownership of their projects, including making decisions about the type of projects they work on. In the game design and development project, this means they can choose the style of game (RPG, FPS, etc.), target platforms (XBOX, PC, etc.) as well as character stories and plots. Since this is all unknown at the start of the project, this corresponds to the Complex domain in the Cynefin classification and thus is a perfect candidate for scrum. Since scrum is being used in a university setting, some modifications have been implemented. The process is described in this section.

When first transitioning to scrum, a few classes are used to teach the scrum methodology while the students begin to brainstorm a vision for their game. In both Computer Science (CS) projects and GDD projects, multiple competing visions often emerge. In this case the students are asked to vote. If no clear choice emerges, discussion is invited before a re-vote. Gradually the options are eliminated until one project is chosen. It has been observed that the vision statements may be combined or characteristics of one game vision adopted into a revised vision statement prior to re-voting.

The students function primarily as the development team in the scrum methodology. The instructor facilitates the roles of product owner and scrummaster. Students are involved in some of the product owner roles such as writing user stories, product backlog grooming, etc. While ultimately the instructor owns the product backlog, input from the students should be encouraged.

An initial exploratory sprint lasting about a week is run to familiarize students with the process. Prior to beginning the exploratory sprint, the students spend one or two class periods creating user stories. They are encouraged to put themselves in the perspective of the game player. When estimating user stories in a classroom environment, we prefer t-shirt sizes so that there is no confusion that the estimates may correlate to time.

The exploratory sprint “dry run” is not graded and serves a dual purpose of exposure to the scrum process and a dynamic exploration of the game design proposal. In one particular case,
students were allowed to “fail fast” whereby during the exploratory sprint they realized their initial game concept could not be implemented within the two-semester sequence. The entire team agreed to select the second place vision statement as their game project. Using traditional software engineering methodologies may not have allowed the students sufficient time change the game proposal. We discuss one such case in the results section. Using Scrum and the exploratory Sprint, they were able to choose a new game concept without academic penalty. It also helps students learn that their initial design idea might not always be the best choice.

With a vision statement unanimously agreed upon, the classroom structure becomes: 1) write, prioritize, and estimate user stories, 2) convert user stories to prioritized, estimated sprint tasks, 3) sprint to complete development work, 4) hold a sprint review meeting, and 5) hold a sprint retrospective meeting.

Writing user stories and sprint planning each take one to two hours of class time, primarily in the beginning of the project and less after students are familiar. Google documents have been found to be indispensable for this process, as it allows concurrent editing of the document. Since there is no actual customer for the project, we hold the sprint review meeting and sprint retrospective meeting in a single 110-minute class period, but the instructor specifically announces the end of the review and transition to the retrospective.

At the beginning of the first semester, we use about 30 minutes of class time during every class to go over the scrum methodology. We suspend these lectures during sprints and pick them up in between each sprint. By the time students complete the exploratory sprint, they have enough knowledge to enter their first graded sprint.

Because the class meets twice a week, the “daily” scrum is held only on class days. Students are given a few minutes at the start of class to update the burn down chart, and each student answers the three questions: 1) what have I done since the last scrum meeting? 2) What am I going to do today? And 3) is anything impeding me. It is often uncomfortable for students to stand in a circle, but they will get used to it. There is also a tendency for the students to “report” to the instructor. This should be highly discouraged, and before the start of each scrum meeting, the student should be reminded that he or she is talking to the development team and not the instructor. It is sometimes helpful for the instructor to not make eye contact with the student speaking.

Occasionally an impediment will arise during a scrum meeting. If it is valid, the instructor should take an action item to resolve it. One case involved software limitations. The instructor requested that the school install software on lab machines. This was done quickly and removed the student’s impediment. Often false impediments such as “not enough time” or “other class demands” may arise. The instructor (as scrummaster) should gently remind the students that these are not valid impediments.
Course evaluation is primarily based on running three or four sprints (depending upon the semester) and the outcome of the sprints. Figure 6 shows the second semester course evaluation metrics. Four product backlog item lists containing the list of prioritized user stories are turned in, each worth 2.5% of the grade per team. Similarly, four sprint task backlog lists (one per team) are graded for a small percent of the grade. A single group grade is also given for the Trailer and demo day presentation. The Trailer is a short video advertisement for the game the students are developing. It makes up 15% of the overall grade.

The majority (60%) of the student’s grade is based on the outcome of the sprint. To assess individual contributions to a sprint, we use CATME developed by Purdue University. In this methodology students evaluate both themselves and their teammates. CATME is able to identify conflicts within groups as well as dysfunctional teams. Students who wish to dispute the peer rating must keep a journal of activities. Students receive a team grade that is individually adjusted according to their CATME assessed contribution. The team grade is assessed 80% by sprint results and 20% by the sprint report write-up. Even a sprint that completes all user stories may not receive full credit if the burn down chart is not linear. Thus, students who wait until the project deadline and complete all tasks with one heroic effort jeopardize the overall sprint grade.

1) Write user stories with story point estimates to describe game features important to customers and players (PEI’s)
2) Develop Sprint Tasks with ideal hour resource estimates from prioritized user stories (Sprint Plans)
3) Develop software and art in teams during Sprints to meet project deadlines (Sprint Reports)
4) Refine skills using game engines (pre-production playable game)
5) Complete a working game (Code from Sprints)
6) Complete a trailer for their working game (Trailer)

Observations and results
The Game Design and Development program is relatively new at our school. In the incubation period students were primarily from the GDD program, and course outcomes #4 and #5 shown in Figure 7 were not fully achieved. With the inclusion of GP students in the capstone project and the transition to a scrum-based project methodology, we have achieved all program outcomes prior to the end of the second semester. In particular, students using the scrum-based methodology have had a working, potentially shippable game since the end of their second sprint. This is a significant improvement over previous years.
Having a working prototype at an early stage also allowed students to more easily envision and write user stories. Iterating simultaneously on the game’s vision statement and user stories allowed the game to evolve. At the beginning of the project, it was difficult for students to see everything they wanted to develop within the game. Allowing inspect and adapt iterations at the end of every sprint allowed them to refine their game.

As the semester progressed, having fixed time periods of work helped the students to set goals and prioritize development. While not all Sprints were as successful as that shown in Figure 5, the general capabilities of the group were better estimated for each sprint, and the user stories selected for each sprint were generally completed on time.

**Related work**

Scrum has been used extensively in industry – including the gaming industry\(^1\). Scrum has also been used with positive outcomes in academia\(^5,6\). Scrum was first described by Takeuchi and Nonaka for product development in automotive and printer industries\(^7\). It was quickly adopted for software development and shown to be effective\(^8\). It has been shown that 70% of projects using the waterfall process fail to meet their objectives\(^9\). It is also noted when the two processes are combined, the failure rate of “scrummer-fall” or “water-scrum” may also be 70%\(^10\).

**Conclusions**

In the game design and development course we followed a pure scrum methodology. Using this methodology students were successful in iterating a working game that was always in a potentially shippable state. Students were able to change their game objectives and refine features over the course of the project, resulting in all expected outcomes being achieved.
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