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Flexible Multibody Dynamics Explicit Solver for Real-Time Simulation of an Online Virtual Dynamics Lab

Abstract

A high-fidelity online virtual video-game-like Newtonian dynamics lab that can be used as a teaching lab for university freshman physics and sophomore engineering dynamics courses is presented in this paper. The lab is driven using a virtual-reality display engine with an integrated flexible multibody dynamics finite element explicit real-time solver. The hierarchical “scene-graph” representation of the lab that is used in the virtual-reality display engine is also used in the solver. The multibody system includes rigid bodies, flexible bodies, joints, frictional contact constraints, actuators and controllers. Flexible bodies are modeled using spring, truss and beam elements. A penalty technique is used to impose joint/contact constraints. An asperity-based friction model is used to model joint/contact friction. A bounding box binary tree contact search algorithm is used to allow fast contact detection between finite elements and other elements as well as general triangular/quadrilateral rigid-body surfaces. The following experiments are modeled: mass-spring systems, pendulums, pulley-rope-mass systems, air-hockey, billiards, 1D and 2D frictional and frictionless motion with and without gravity, roller-coasters, planetary motion, gears, cams, robotic manipulators and linkages.

1. Introduction

A flexible multibody system is a system of interconnected rigid and/or flexible bodies. The bodies are connected using various types of joints including spherical, revolute, cylindrical, prismatic, planar and screw joints. The bodies can come into contact with one-another or with the surroundings. Virtual-reality applications require a real-time multibody dynamics engine in order to allow users to interact with objects in the virtual-environment (VE) in a physically accurate way. In the present paper we present the application of an advanced real-time flexible multibody dynamics solver to simulate a dynamics lab that can be used in freshmen university physics and sophomore engineering dynamics courses. The student can interact with the virtual lab experiments using a user-friendly interface. For example, a typical Newton 2\textsuperscript{nd} law experiment consisting of two vertically suspended masses connected by a rope and pulley is shown in Figure 1. The student can set the value of the masses, then release the masses and observe the motion of the masses. The motion of the masses is also plotted in graph. The student can copy the graph data to a spreadsheet to do further analysis and to write a lab report. Another typical experiment is of a puck moving on 1-dimensional rail is shown in Figure 2. The student can do various experiments by setting the inclination angle of the rail, the friction coefficient between the rail and the puck, the initial position of the puck on the rail, and the initial velocity of the puck. For example, by setting the inclination angle and the friction coefficient to zero, the student can observe the motion of the puck due to an initial velocity. In this case the experiment can be used to prove Newton’s first law of motion. Alternatively, the student can set the inclination angle of the rail to 30 degrees and study the motion of the puck under the action of gravity. Then the student can set the friction coefficient to say 0.3 and find the inclination angle at which the puck starts moving, which is the friction angle.
The literature on computational techniques used for modeling flexible multibody systems is very large. A review of this literature up to 2003 is given in Reference 1. Various techniques have been developed to enable real-time simulation of flexible multibody systems. Those include: the use of symbolic and semi-analytical techniques to formulate the equations of motion\textsuperscript{2-4}, the use of relative coordinates and recursive formulations\textsuperscript{5,6}, the use of parallel GPUs\textsuperscript{7}, and the use of hierarchical bounding volumes for fast contact detection\textsuperscript{8}.

The explicit time-integration multibody dynamics solver used in the present paper has the following features:

- Explicit time-integration solution procedure\textsuperscript{9}. The explicit solution procedure has the following features:
  - For a stable solution, the solution time step must be less than a critical time step. The solution speed can be controlled using the critical time step. The critical time step can be increased by reducing some joints/elements’ stiffness or by increasing some of the bodies’ inertia. Thus, a tradeoff can be achieved between solution accuracy and computational speed.
  - The solution cost per time step is linearly proportional to the number of elements.
  - The solution procedure is embarrassingly parallel.

- Algorithm for accurate accounting for the rigid body rotational motion\textsuperscript{10}. In this algorithm, the total rotation matrix relative to the inertial frame is used to measure the rotation the rigid bodies. The total body rotation matrix is updated using an incremental rotation matrix corresponding to incremental rotations angles, which are obtained by integrating the rotational equations of motion.

- Total-Lagrangian lumped parameters 3D finite elements including spring/truss, thin beam and thick beam elements\textsuperscript{9,11-14}.

- Penalty technique for modeling joint constraints including spherical, revolute, cylindrical and prismatic joints\textsuperscript{11}.

- Penalty technique for modeling normal contact\textsuperscript{15-17}.

- Frictional contact modeled using an accurate and efficient asperity-based friction model\textsuperscript{17}.
• General fast hierarchical bounding box-bounding sphere contact search algorithm for finding the contact penetration between points on master contact surfaces and polygons on slave contact surfaces.  

• Hierarchical object-oriented framework.

This paper is organized as follows. In Section 2 the translational and rotational semi-discrete equations of motion are presented. In Section 3 the finite element formulations for the truss and beam are presented. In Section 4 the frictional contact techniques, including penalty formulation for normal contact, asperity friction model and contact search algorithm, are presented. In Section 5 the penalty algorithm for imposing joint constraints is presented. In Section 6, we describe how the multibody dynamics solver is integrated in the hierarchical object-oriented framework of the virtual-reality display engine for displaying and interfacing with the virtual dynamics lab. In Section 7 we demonstrate the application of the real-time multibody dynamics solver to simulating various experiments in a typical dynamics lab. Finally, concluding remarks are given in Section 8.

2. Equations of Motion

In the subsequent equations the following conventions will be used:
• The indicial notation is used.
• The Einstein summation convention is used for repeated subscript indices unless otherwise noted.
• Upper case subscript indices denote node numbers.
• Lower case subscript indices denote vector component number.
• The superscript denotes time.
• A superposed dot denotes a time derivative.

Two types of finite element nodes are used: point particle nodes and rigid body nodes. Point particle nodes have 3 translational DOFs (degrees-of-freedom). The technique for writing and integrating the equations of motion for spatial rigid bodies using an explicit finite element code was presented in Reference 10. In this algorithm, a rigid body is modeled using a finite element node located at its center of mass. The node has 3 translational DOFs defined with respect to the global inertial reference frame and a rotation matrix defined also with respect to the global inertial frame. The use of the total body rotation matrix to measure rigid body rotations avoids singularity problems associated with 3 and 4 parameter rotation measures.

The translational equations of motion for the nodes are written with respect to the global inertial reference frame and are obtained by assembling the individual node equations. The equations can be written as:

$$M_K \ddot{x}_{Ki} = F^i_{s Ki} + F^i_{a Ki}$$

where $t$ is the running time, $K$ is the global node number (no summation over $K$; $K=1 \rightarrow N$ where $N$ is the total number of nodes), $i$ is the coordinate number ($i=1,2,3$), a superposed dot indicates a time derivative, $M_K$ is the lumped mass of node $K$, $x$ is the vector of nodal Cartesian coordinates with respect to the global inertial reference frame, and $\ddot{x}$ is the vector of nodal accelerations with
respect to the global inertial reference frame, $F_s$ is the vector of internal structural forces, and $F_a$ is the vector of externally applied forces, which include surface forces and body forces.

For each node representing a rigid body, a body-fixed material frame is defined. The origin of the body frame is located at the node that is also the body’s center of mass. The mass of the body is concentrated at that node and the inertia of the body is given by the inertia tensor defined with respect to the body frame. The orientation of the body-frame is given by $R^i_{k}$ which is the rotation matrix relative to the global inertial frame at time $t_0$. The rotational equations of motions are written for each node with respect to its’ body-fixed material frames as:

$$I_{K} \dot{\theta}_{Kj}^i = T_{sKj}^i + T_{aKj}^i - \left( \mathbf{I}_{Kj} \times \left( \mathbf{I}_{Kj} \dot{\theta}_{Kj}^i \right) \right)_{Kj}$$

where $I_K$ is the inertia tensor of rigid body $K$, $\theta_{Kj}$ and $\dot{\theta}_{Kj}$ are the angular acceleration and velocity vectors’ components for rigid body $K$ relative to its material frame in direction $j$ ($j=1,2,3$), $T_{sKj}$ are the components of the vector of internal torque at node $K$ in direction $i$, and $T_{aKj}$ are the components of the vector of applied torque. The summation convention is used only for the lower case indices $i$ and $j$. Since, the rigid body rotational equations of motion are written in a body (material) frame, thus, the inertia tensor $I_K$ is constant.

The trapezoidal rule is used as the time integration formula for solving Equation (1) for the global nodal positions $x$:

$$\dot{x}_{Kj}^i = \ddot{x}_{Kj}^i + 0.5 \Delta t (\dddot{x}_{Kj}^i + \dddot{x}_{Kj}^i)$$

$$\ddot{x}_{Kj}^i = \dddot{x}_{Kj}^i + 0.5 \Delta t (\dddot{x}_{Kj}^i + \dddot{x}_{Kj}^i)$$

where $\Delta t$ is the time step. The trapezoidal rule is also used as the time integration formula for the nodal rotation increments:

$$\dot{\theta}_{Kj}^i = \ddot{\theta}_{Kj}^i + 0.5 \Delta t (\dddot{\theta}_{Kj}^i + \dddot{\theta}_{Kj}^i)$$

$$\Delta \theta_{Kj}^i = 0.5 \Delta t (\ddot{\theta}_{Kj}^i + \ddot{\theta}_{Kj}^i)$$

where $\Delta \theta_{Kj}$ are the incremental rotation angles around the three body axes for body $K$. Thus, the rotational equations of motion are integrated to yield the incremental rotation angles. The rotation matrix of body $K$ ($R_K$) is updated using the rotation matrix corresponding to the incremental rotation angles:

$$R^i_K = R^0_{K} R(\Delta \theta_{Kj}^i)$$

where $R(\Delta \theta_{Kj}^i)$ is the rotation matrix corresponding to the incremental rotation angles from Equation (4b).

The explicit solution procedure used for solving Equations (1-5) along with constraint equations is presented in Section 7. The constraint equations are generally algebraic equations, which describe the position or velocity of some of the nodes. They include:

- Contact/impact constraints (Section 5): $f\left(\{x\}\right) \geq 0$
- Joint constraints (Section 6): $f\left(\{x\}\right) = 0$
- Prescribed motion constraints: $f\left(\{x\},t\right) = 0$
3. Finite Elements

3.1 Truss/Spring Element

The truss element connects two nodes. The internal force in a truss element is given by:

\[ F = \frac{EA}{l_0} (l - l_0) + \frac{CA}{l_0} \hat{l} \]

where \( E \) is the Young’s modulus, \( C \) is the damping modulus, \( A \) is the cross-sectional effective area, \( l \) is the current length of the truss, \( l_0 \) is the un-stretched length of the truss.

3.2 Thin Spatial Beam Element

The torsional-spring beam element developed in Reference 11 is used for modeling thin beams. The element has 3 point mass type nodes (nodes which have only translational DOFs). A beam element is shown in Figure 3a. The beam element connects the point \( p_1 \) (mid-point of \( \overrightarrow{12} \)) to point \( p_2 \) (mid-point of \( \overrightarrow{23} \)). The slope of the beam at \( p_1 \) is tangent to \( \overrightarrow{12} \) and the slope of the beam at \( p_2 \) is tangent to \( \overrightarrow{23} \). The beam element consists of two truss sub-elements (\( \overrightarrow{p_1 2} \) and \( \overrightarrow{2p_2} \)) and a torsional-spring bending sub-element (\( \overrightarrow{p_1 \hat{\alpha}p_2} \)). The internal force in a sub-truss element is given by Equation (9). The internal moment in the bending sub-element is given by:

\[ M = \frac{EI}{L_0} \Delta \alpha + \frac{CI}{L_0} \hat{\alpha} \]

where \( I \) is the cross-sectional effective moment of inertia, \( L_0 \) is the total un-stretched length of the bending element which is equal to the length of \( \overrightarrow{p_1 2} \) plus \( \overrightarrow{2p_2} \), and \( \Delta \alpha \) is the change in angle between \( \overrightarrow{p_1 \hat{\alpha}p_2} \) and \( \overrightarrow{2p_2} \) from the unstressed configuration. Figure 3b shows how a beam is discretized using the 3-noded beam element. This thin beam element does not have a torsional response along the axis of the beam. In addition, it assumes that the bending moments of inertia of the cross-section around two perpendicular cross-section axes are the same.

Figure 3. (a) 3-noded beam element; (b) finite element discretization of a beam using the 3-noded beam element.
4. Contact Model

The penalty technique is used to impose the normal contact constraints between finite element nodes or points on a rigid body and finite element surfaces or quadrilateral surfaces of rigid bodies. The first step is to find the position and velocity of the contact nodes and points. For finite element nodes the global position $x_{Gp}$ and velocity $\dot{x}_{Gp}$ of a contact node relative to the global inertial frame are readily available:

$$
\begin{align*}
x_{Gp_i} &= x_{Ki} \quad (16a) \\
\dot{x}_{Gp_i} &= \dot{x}_{Ki} \quad (16b)
\end{align*}
$$

where $x_{Ki}$ and $\dot{x}_{Ki}$ are the position and velocity vectors of contact node $K$. For rigid bodies the global position $x_{Gp}$ and velocity $\dot{x}_{Gp}$ of a contact point are given by:

$$
\begin{align*}
x_{Gp_i} &= X_{BF_i} + R_{BF_i} x_{lp_j} \\
\dot{x}_{Gp_i} &= \dot{X}_{BF_i} + R_{BF_i} (W_{BF} \times x_{lp_j}) \\
\end{align*}
$$

where $X_{BF}$ and $\dot{X}_{BF}$ are the global position and velocity vectors of the rigid body’s frame, $R_{BF}$ is the rotation matrix of the rigid body relative to the global reference frame, $W_{BF}$ is the rigid body’s angular velocity vector relative to its local frame, and $x_{lp}$ is the position of the contact point relative to the rigid body’s frame.

The frictional contact force $F_c$ at each contact point/node (sum of the normal contact and tangential friction forces) is transferred as a force and a moment to the center of the rigid body. The negative of this force is transferred to the contact surface element by distributing it to the nodes forming the surface using the element shape function:

$$
F_{ki} = -N_k F_{ci} \quad (18)
$$

where $N_k$ are the surface element shape functions at the contact point and $F_{ki}$ are the contact forces on node $k$ of the surface element. In case the contact body is a rigid body, then this force can also be transferred to the center of the contacting rigid body as a force and moment:

$$
\begin{align*}
F_i &= -F_{ci} \\
M_i &= -(x_{lp_j} \times R_{BF_j} F_{ci}) \\
\end{align*}
$$

where $F_i$ is the contact force at the CG of the contact rigid body (center of the body frame), $M_i$ in the contact moment on the contact rigid body, $x_{lp}$ is the position of the contact point relative to the rigid body’s frame and $x_{Gp}$ is the position of the contact point relative to the global reference frame. Thus, the contact algorithm supports contact flexible-flexible, rigid-rigid and rigid-flexible body contact.

4.1 Penalty Normal Contact Model

The penalty technique is used for imposing the constraints in which a normal reaction force ($F_{normal}$) is generated when a node penetrates in a contact body whose magnitude is proportional to the penetration distance. In the present formulation, the force is given by:

$$
\begin{align*}
F_{np} &= \frac{F_{normal}}{h} \\
&= k_{np} h \\
\end{align*}
$$

where $k_{np}$ is the penalty coefficient and $h$ is the penetration distance.
$F_{\text{normal}} = A k_p d + A \begin{cases} c_p \dot{d} & \dot{d} \geq 0 \\ s_p c_p \dot{d} & \dot{d} < 0 \end{cases}$ \hspace{1cm} (21)

$\dot{d} = v_{n_j} n_i$ \hspace{1cm} (22)

Figure 4. Contact surface and contact node.

where $A$ is the area of the rectangle associated with the contact point, $k_p$ and $c_p$ are the penalty stiffness and damping coefficient per unit area; $d$ is the closest distance between the node and the contact surface (Figure 4); $\dot{d}$ is the signed time rate of change of $d$; $s_p$ is a separation damping factor between 0 and 1 which determines the amount of sticking between the contact node and the contact surface at the node (leaving the body); $n$ is the normal to the surface and $v_{n_j}$ is the velocity vector in the direction of $n$. The normal contact force vector is given by:

$$F_{n_j} = n_i F_{\text{normal}}$$ \hspace{1cm} (23)

The total force on the node generated due to the frictional contact between the point and surface is given by:

$$F_{\text{po.int.}} = F_{t_j} + F_{n_j}$$ \hspace{1cm} (24)

4.2 Asperity Friction Model

An asperity-spring friction model is used to model joint and contact friction in which friction is modeled using a piece-wise linear velocity-dependent approximate Coulomb friction element in parallel with a variable anchor point spring. The model approximates asperity friction where friction forces between two rough surfaces in contact arise due to the interaction of the surface asperities. $F_{t_j}$ is the tangential friction contact force vector transmitted to the contact body at the contact point. It is given by:

$$F_{t_j} = F_{\text{tangent}} t_i$$ \hspace{1cm} (25)
The asperity friction model is used along with the normal force to calculate the tangential friction force \( F_{\text{tangent}} \). When two surfaces are in static (stick) contact, the surface asperities act like tangential springs. When a tangential force is applied, the springs elastically deform and pull the surfaces to their original position. If the tangential force is large enough, the surface asperities yield (i.e. the springs break) allowing sliding to occur between the two surfaces. The breakaway force is proportional to the normal contact pressure. In addition, when the two surfaces are sliding past each other, the asperities provide resistance to the motion that is a function of the sliding velocity and acceleration, and the normal contact pressure. Figure 5 shows a schematic diagram of the asperity friction model. It is composed of a simple piece-wise linear velocity-dependent approximate Coulomb friction element (that only includes two linear segments) in parallel with a variable anchor point spring.

4.3 Contact Search

Contact detection is performed between contact points on a “master contact surface” and a polygonal surface called the “slave contact surface”. The contact points of the master contact surface can either be point mass nodes or points on a contact surface of a rigid body type node. The slave contact surface can be a polygonal surface connecting point mass type nodes or a polygonal surface on a rigid body type node. Contact between the contact points of the master surface and the polygons of the slave surface is detected using a binary tree contact search algorithm which allows fast contact search. At the initialization of the algorithm the following steps are performed:

- Each slave polygonal contact surface is divided into 2 blocks of polygons. The bounding box for each block of polygons is found. Then each of those blocks of polygons is divided into 2 blocks and again the bounding boxes for those blocks are found. This recursive division continues until there is only one polygon in a box.
- For each master contact surface the contact points are divided into 2 blocks. The bounding sphere for each block of points is found. Then, each of those blocks of points is divided into 2 blocks and again the bounding spheres for those blocks are found. This recursive division continues until there is only one point (with a bounding sphere of radius 0).
During the solution the following steps are performed. For each master contact sphere, the radius of the contact sphere is added to the size of the bounding box, and then we check if the center point of the sphere is inside a bounding box. If the center of the contact sphere is not inside any bounding box, then all the points inside that sphere are not in contact with the surface. If the center of the contact sphere is inside a bounding box then the two sub-bounding boxes are checked to determine if the point is inside either one. If it is, then the sub-contact spheres are checked. If a contact point is found to be inside the lowest level bounding box, then a more computationally intensive contact algorithm between a point and a polygon is used to determine the depth of contact and the local position of the contact point on the polygon.

This search algorithm has a theoretical average computational cost of $\log(m) \times \log(n)$, where $m$ is the number of points of the master surface and $n$ is the number of polygons of the slave surface. It allows detecting contact between surfaces containing millions of polygons in real-time.

5. Joint Constraints

Each rigid body can have a number of connection points. A connection point is a point on the body where joints can be located. A connection point does not add additional DOFs to the system. The connection point can be:
- A point mass type node.
- A point on a rigid body.
- An arbitrary point inside a finite element.

5.1 Connection point location

If the connection point is a node then Equations (16a) and (16b) are used to find the global position $x_{Gp}$ and velocity $\dot{x}_{Gp}$ of the connection point. If the connection point is a fixed point on rigid body $B$ then Equations (17a) and (17b) are used to find the global position and velocity of the connection point. If the connection point is a point inside a finite element, then $x_{Gp}$ and velocity $\dot{x}_{Gp}$ are given by:

$$x_{Gp} = N_J(\xi) \ x^{'}_J$$
$$\dot{x}_{Gp} = N_J(\xi) \ \dot{x}^{'}_J$$

where $J$ is the local node number of the element, $N_J(\xi)$ are the interpolation functions of the element, $\xi$ are the natural element coordinates of the fixed point and $x^{'}_J$ is the position vector of local node $J$ of the element relative to the global reference frame.

5.2 Spherical joint constraint force

A joint is defined by defining the relation between connection points. For example, a spherical joint between two connection points is defined as:

$$x_{1}^{'} = x_{2}^{'}$$

where $x_{1}^{'}$ is the position vector of the first point and $x_{2}^{'}$ is the position vector of the second point. This constraint is imposed using the penalty technique as:
\[ F_c = k_p \|v\| + c_p \, v_i \, v_i \]  \hfill (29)

\[ v_i = x_i' - x_i' \]  \hfill (30)

\[ \dot{v}_i = \dot{x}_i' - \dot{x}_i' \]  \hfill (31)

\[ F_{c_i} = F_c \, v_i \]  \hfill (32)

where \( F_{c_i} \) is the penalty reaction force on the connection point, \( k_p \) is the penalty spring stiffness, and \( c_p \) is the penalty damping. The constraint force is applied on the two connection points in opposite directions. Depending on the type of connection point the constraint force is applied as follows. If the connection point is a point on a rigid body, then it is transferred to the node at the center of the body as a force and a moment using Equations (14a) and (14b). If the connection point is a node, then the constraint force is applied directly to the node:

\[ F_{k_i} = F_{c_i} \]  \hfill (33)

If the connection point is a point inside a finite element, then it is applied to the nodes of the element using:

\[ F_{j_i} = N_j(\xi_j) \, F_{c_i} \]  \hfill (34)

where \( J \) is the local node number of the element, \( F_{j_i} \) is the force on local node \( J \) of the element relative to the global reference frame.

Using Equations (16, 17, and 26-34), the following types pin joints can be modeled:

- Spherical joint between two rigid bodies.
- Spherical-joint between a rigid body and a finite element point.
- Spherical-joint between a rigid body and a point particle type node.
- Spherical-joint between two element points.
- Spherical-joint between an element point and a point particle type node.
- Spherical-joint between two nodes.

The constraint forces are applied to the connection point node(s) by assembling them into the global structural forces \( F_s \) in Equation (1). Also, the constraint moments are applied to the nodes by assembling them into the global structural torques \( T_s \) in Equation (2).

Revolute joints can be modeled by placing two spherical joints along a line. Other types of joints such as prismatic, cylindrical, universal and planar joints can also be modeled by writing the constraint equation, then writing the corresponding penalty forces and moments on the connection points.

**6. Hierarchical Object-Oriented FrameWork**

The multibody system is modeled using a set of objects of various types (or classes). The main classes of objects used in the present solver and virtual-reality engine are:

- **Interface objects** include user interface widgets (e.g. label, text box, button, check box, slider bar, dial/knob, table, and graph). Those objects can be used to build virtual user interfaces. Interface objects also include container objects (including Group, Transform, Billboard, etc). The container allows grouping objects including other containers. This allows a hierarchical tree-type representation of the virtual-environment called the “scene graph.”
• **Geometric entities** represent the geometry of the various physical components. Typical geometric entities include unstructured surfaces, boundary-representation solid, box, cone and sphere. Geometric entities can be textured using bit-mapped images and colored using the light sources and the material ambient, diffuse, and specular RGBA colors.

• **Finite elements** are the elements used to model the multibody system. They include rigid body, spring, truss, thin beam, thick beam, solid brick, joints, prescribed motion, contact surfaces, actuators and sensors.

• **Support objects** contain data that can be referenced by other objects. Typical support objects include material color, physical material, position coordinates and interpolators. For example, a sphere geometric entity can reference a material color support object.

Object types are further divided into sub-types, for example, joints types include: spherical, revolute, cylindrical and prismatic joints. Each type has a set of standard properties and methods that are inherited by all the sub-types. The inheritance construct allows new object types to be easily created. Each object type has a set of properties. The user creates the multibody system by creating objects of various types and specifying the value of the properties. Properties values which are not specified by the user and left at their default values. For example, when the user creates a rigid body, s/he can specify the position, mass and moment of inertia of the body. An object property can be a single integer or real number, an array of integer or real numbers, a reference to another object, or references to an array of objects. By allowing objects to reference other objects or arrays of objects, the model can be represented using as a hierarchical tree. This tree is called “scene graph” in virtual-reality applications. Objects also have methods which are functions that the object can perform. Objects also can encapsulate (contain) the code necessary to make the object perform a desired function. For example, a rigid body object encapsulates the mathematical models for moving the body and integrating the body’s equations of motion.

The virtual-reality display engine refreshes the display screen about 20 times per second. For every display refresh, the solver perform \( n \) time steps, where \( n \) is typically in the range from 50 – 100. This means that the display time step is 0.05 sec, while the solver computational time step is 0.001 – 0.0005 sec. The explicit solver is outlined in the next sub-section.

**Explicit Solution Procedure**

The solution fields for modeling multibody systems are defined at the model nodes. Note that a rigid body is modeled as one finite element node. These solutions fields are:

• Translational positions.
• Translational velocities.
• Translational accelerations.
• Rotation matrices.
• Rotational velocities.
• Rotational accelerations.

The explicit time integration solution procedure predicts the time evolution of the above response quantities. After loading the model, the initial conditions for all the nodes are set. The explicit solution procedure implemented in the present real-time multibody dynamics solver is fully integrated in the model scene-graph. The procedure at each solution time step is outlined below:
1. Traverse the scene graph and set the nodal values at the last time step to be equal to the current nodal values for all solution fields.
2. Perform 2 iterations (a predictor iteration and a corrector iteration) of the steps:
   i. Traverse the scene graph and initialize the nodal forces and moments to zero.
   ii. Traverse the scene graph and calculate the nodal forces and moments for the finite elements, the joints and the master contact surfaces. Those forces are assembled into the global structural forces ($F_{Ki}^f$) and moments ($M_{Ki}^f$) (needed in Equations 1 and 2). This is the most computational intensive step.
   iii. Traverse the scene graph and find the nodal values at the current time step using the semi-discrete equations of motion and the trapezoidal time integration rule (Equations 1-5).
   iv. Traverse the scene graph and execute the prescribed motion constraints which set the nodal value(s) to prescribed values.
   v. Increment the time by $\Delta t$ and go to step 1.

7. Virtual Dynamics Lab

The multibody dynamics solver presented above is used to simulate a virtual-dynamics lab. The solver is used to simulate in real-time the dynamic response of the experiments. The student can also, interactively change various experiment parameters and observe in real-time the effects of the changes. The student can perform various dynamics experiments in the lab and collect the experiment measurements similar to what s/he would do in an actual lab. The data of the experiment can be copied from the virtual environment and pasted in a spreadsheet for further analysis by the student. The main types of experiments included in the lab will be presented in the rest of this section.

7.1 Gravity Tower

Figure 6 shows a simple gravity experiment of a ball falling vertically. The user can let the object fall from various heights and give the object an initial vertical velocity. The user can also control the value of gravity as a factor of earth’s gravity. So a factor of one means earth’s gravity and a factor 0.16 means moon’s gravity. After running the experiment the student can copy the graph data showing the vertical position of the ball versus time to a spreadsheet where s/he can plot the data and do further analysis such as calculate the acceleration of gravity, the initial or the final velocity, or the initial position of the ball.

7.2 1D track and Puck

Figure 2 shows an experimental setup of a puck moving on an inclined 1-dimensional track. The student can interactively control the inclination angle ($\alpha$), initial position ($x_0$), initial velocity ($v_0$) and friction coefficient between the puck and the track ($\mu$). The following types of experiments can be performed using this experimental setup:
- If $\alpha = 0$ and $\mu = 0$, $v_0 \neq 0$ the setup can be used to perform Newton’s first law experiments.
- If $\alpha \neq 0$ and $\mu = 0$, the setup can be used to perform experiments of motion under the action of gravity.
- If $\alpha = 0$ and $\mu \neq 0$, $v_0 \neq 0$ the setup can be used to perform experiments motion under the action of friction.
• If $\alpha \neq 0$ and $\mu \neq 0$ the setup can be used perform experiments to calculate the friction angle.

Figure 6. Gravity experiment of a ball falling vertically from a tower.

7.3 1D track and puck and spring

Figure 7 shows an experiment of a puck on an inclined track attached to a spring. This experiment is used to illustrate the concept of a force. The user can control the inclination angle of the track and the mass of the puck.

Figure 7. Force experiment of a puck attached to a spring on an inclined track.

7.4 Motion of objects on an inclined plane

Figure 8 shows an inclined plane experiment. The user can let spheres of various diameters, cylinders of various lengths and diameters, and boxes of various sizes move down the inclined plane. The user can vary the coefficient of friction for the various objects. This experiment is used to illustrate friction and the concept of mass moment of inertia. If the friction coefficient for the object is zero then all the objects reach the bottom of the plane at the same time and the spheres and cylinders don’t roll. If friction is set such that the spheres and cylinders roll without sliding then the spheres will reach the bottom of the plane first because they have a smaller moment of inertia. The students can observe that all the spheres reach the bottom at the same time irrespective of their diameter. Also, all the cylinders reach the bottom at the same time irrespective of their diameter or their length.
7.5 Vertical Masses Rope-Pulley Experiment

Figure 1 shows two bodies suspended vertical using a rope and a pulley. The student can control the values of the masses of the two bodies. The masses/inertia of the rope and pulley are negligible compared to the masses of the suspended bodies. The motion of the bodies can be used to derive Newton’s second law of motion. The rope is modeled using truss elements. The contact search algorithm is used to quickly detect contact between the rope nodes and the pulley. The rope and pulley are very light compared to the masses of bodies A and B in order not to affect the results of the experiment.

7.6 Motion of a block on a frictional plane under the action of a force

Figure 9 shows a block on a plane connected to a vertical body using a rope and pulley. The student can control the values of the masses of block and suspended body, the friction coefficient and the contract area of the block. The experiment can be used to derive the Coulomb law for friction. It can also be used to prove that the friction force is independent of the contract area. Similar to the experiment in Figure 1, the rope and pulley are very light compared to the masses of bodies A and B in order not to affect the results of the experiment.
7.7 Motion of a puck on an inclined track under the action of a force

Figure 10 shows a puck on an inclined track connected to a vertical body using a rope and pulley. The student can control the values of the masses of the puck and body, the inclination angle of the track and the friction coefficient between the track the puck. The experiment can be used to derive Newton’s second law and the Coulomb friction law.

![Figure 10. Puck on an inclined track pulled by a mass using a rope and pulley.](image)

7.8 Motion of a puck on circular track

Figure 11 shows a ball moving on a circular track. The student can control the initial angle of the ball. This experiment is used to illustrate the concepts of periodic motion, kinetic energy, potential energy and conservation of energy. The track is modeled using the inside surface of a torus.

![Figure 11. Puck moving on a circular track.](image)
7.9 Motion of a puck on roller-coaster track

Figure 12 shows a ball moving on a roller coaster track. The student can control the initial drop height of the ball. The experiment is used to illustrate the concepts of kinetic energy, potential energy, conservation of energy and conservation of momentum.

![Figure 12. Puck moving on roller-coaster track.](image)

7.10 Pendulum Periodic Motion Experiments

Figure 13 shows a simple pendulum experiment. The user can control the moment of inertia, initial angle and initial angular velocity of the pendulum. This experiment is used to illustrate periodic motion, rotational motion and conservation of energy. Figure 15 shows a double pendulum experiment which is used to illustrate vibration of multi-degree of freedom systems.

![Figure 13. Simple pendulum.](image)  ![Figure 14. Double pendulum.](image)

7.11 Mass-Spring Vibrations Lab

Figures 15 and 16 show horizontal and vertical mass-spring experiments. The user can control the values of the mass, spring stiffness, damping, friction force, initial deflection, initial velocity
and applied force magnitude and frequency. Those experiments are used to illustrate the concepts of simple harmonic motion, free undamped vibrations, free damped vibrations and forced vibrations of one degree-of-freedom systems.

7.12 Spinning Top

Figure 17 shows a spinning top. The student can control moment of inertia of the top, the initial angular velocity, the distance between the tip and the center of gravity (c.g.) and the offset of the c.g. from the rotation axis of the top. The experiment is be used to illustrate gyroscopic motion.

7.13 2D Air-Hockey Experiment

Figure 18 shows an air-hockey experiment. The experimental setup can be used to illustrate the following concepts:

- Newton’s collision and momentum conservation laws for elastic and inelastic impacts.
- Newton’s first law of motion.
7.14 Billiards Table

Figure 19 shows a billiard table experiment. This experiment is also used to illustrate Newton’s collision and momentum conservation laws.

7.15 Planetary Motion

Figure 20 shows a model of the solar system. The model includes the sun and all the planets. The gravity forces between each pair of planets are included in model. The user can speed up time and can turn-off/on some planets. The user can also control the initial position, velocity and mass of an imaginary planet in order to see the different shapes of orbits. This experiment is used to illustrate the concept of gravitational orbital motion.
7.16 String Vibrations

Figure 21 shows a vibrating string experiment. This experiment is used to illustrate the concepts of transverse waves and vibration of continuous systems. The string is modeled using truss elements under a pre-tension. The user can control the string pre-tension, axial stiffness and mass per unit length. In addition, the user can set the initial conditions of the string in order to excite the various modes of the string. Also, the user can pluck the string at one end and see a traveling wave along the length of the string.
7.17 Gear Lab

The dynamics lab includes various gear trains including compound gear trains and planetary gear trains (e.g. Figure 22). The student can observe the motion of the gears and observe the angular velocity of the various gears as a function of the input angular velocity. For planetary gear trains the input can be a sun gear, the arm or ring gear.

![Figure 22. Gear lab.](image)

7.18 Cam Lab

The dynamics lab includes four types of cam-follower systems (Figure 23):

- Cam with a translational flat face follower.
- Cam with a translational roller follower.
- Cam with an oscillating flat follower.
- Cam with a oscillating roller follower.

The student can specify the position diagram of the follower as a function of the cam angle, the cam base radius and the follower radius. Then, the student can observe the motion of the cam and follower and plot the velocity, acceleration and jerk diagrams for the cam.

![Figure 23. Cams with: translating roller follow (left); translating flat follow (middle) and oscillating flat follower (right).](image)
7.19 Robotic Manipulators

The dynamics lab includes a robotic manipulator (Figure 24). Students can specify the motion of the end effector from one point to another point in a straight line. Also, students can specify the ending angles and positions of the various axes and observe the motion of the manipulator. Students can plot the angles and the position of the end effector versus time.

Figure 24. Robotic manipulators.

7.20 Mechanism Lab

Figure 25, 26 and 27 show the user interface for specifying the dimensions of various types of linkages including: 4-bar, crank-slider and inverted crank slider. The student can then animate the motion of the linkage. They can plot the position of various points on the linkage. They can also observe the motion of the mechanism under the action of applied torques and/or forces. Figure 28 shows a typical 7-bar mechanism. Students can observe the motion of the mechanism due to an applied torque and the presence of the spring.

Figure 25. 4-bar mechanism.
8. Concluding Remarks

A flexible multibody dynamics explicit time-integration parallel solver suitable for real-time virtual-reality applications was presented. The multibody system includes rigid bodies, flexible bodies, joints, frictional contact constraints, actuators and prescribed motion constraints. The solver has the following characteristics/features:
• Algorithm for accurate accounting for the rigid body rotational motion. The rigid bodies rotational equations of motion are written in a body-fixed frame with the total rigid body rotation matrix updated each time step using incremental rotations.
• Total-Lagrangian lumped parameters 3D finite elements including spring/truss and beam finite elements.
• Penalty technique for modeling joint constraints including spherical, revolute, cylindrical and prismatic joints.
• Penalty technique for modeling normal contact.
• Frictional contact modeled using an accurate and efficient asperity-based friction model.
• General fast hierarchical bounding box-bounding sphere contact search algorithm for finding the contact penetration between points on master contact surfaces and polygons on slave contact surfaces.
• Hierarchical object-oriented framework. The hierarchical “scene-graph” representation of the model used for display and user-interaction with the model is also used in the solver.

The application of the real-time solver to a virtual dynamics lab was presented.
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